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ABSTRACT

The problem of realizing the Separation Of Concerns (SOC) principle is at the heart of the software crisis where crosscutting concerns tend to produce a messed simulation systems by decreasing their modularity, and reducing their reuse. Aspect-Oriented Programming paradigm is newly technique introduced for software development. It may co-exist with other methodologies, such as object-oriented, in order to keep the most system interesting properties, such as reusability and adaptability. In this paper, we present a synthetic study of the most efforts of using the aspect oriented programming paradigm (AOP) in the simulation modeling field. Besides that, we explore the promising perspectives in this research area and our ongoing work towards an Aspect Oriented Simulation Framework (Japrosim).
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1 INTRODUCTION

Modern applications including simulation modeling software require more and more features in order to cope growing problems. They could include many concerns for instance: synchronization (many simulation environments implements concurrency, trying to provide a more direct way of modeling real systems), scheduling (for example, in discrete-event based simulations), optimizations (because performance is a desired property in simulation), distribution (for example, using web-based simulation) and so forth [1]. The presence of these various concerns penalizes evolving capacities of the application. Indeed, their implementation in the object paradigm is often crossing the class hierarchy and tends to produce a messed design [2]. The distinction between the different categories of concerns, will simplify design and implementation, give better understanding, decrease coupling between concerns (strong cohesion) and more generally, increase reuse. It is important that the separation of concerns (SOC) is achieved both at the conceptual level and the implementation level. The object oriented paradigm does not satisfy these assumptions, whereas it provides a powerful way to separate core concerns, it will leave something to be desired when it comes to crosscutting concerns. To overcome this shortcoming, several methodologies as generative programming, meta-programming, reflective programming, compositional filtering, adaptive programming, subject-oriented programming, aspect-oriented programming and intentional programming have emerged as possible approaches to modularizing cross-cutting concerns [3]. AOP is the most popular among these methodologies and many of work that lead to it today is done at universities all over the world. Cristina Lopes and Gregor Kiczales of the Palo Alto Research Center (PARC), a subsidiary of Xerox Corporation, are among the early contributors to AOP. Gregor coined the term “AOP“ in 1996. He led the team at Xerox that created AspectJ, one of the first practical implementations of AOP, in the late 1990s. Xerox recently transferred the AspectJ project to the open source community at eclipse.org, which will continue to improve and support the project.
AspectJ is based on Java, but there are implementations of AOP for other languages, like AspectC for C and Pythius for Python, that apply the same concepts that are in AspectJ to other languages. Furthermore, there are others Java implementations of AOP than AspectJ, such as Java Aspect Component (JAC), Caesar, Jiazz, JBossAOP, AspectWerkz and JasCo. These implementations differ in the ways of expressing the crosscutting concerns and in weaving mechanisms to form the final system [4].

The rest of the paper is organized as follows. Section 2 describes briefly the aspect oriented programming paradigm. Section 3 discusses the state of the art. Section 4 presents the most active research areas and points some directions to our future work and finally a conclusion is given in Section 5.

2 THE ASPECT ORIENTED PROGRAMMING (AOP)

The aspect-oriented programming paradigm is a newly introduced methodology for software development. It is not supposed to replace the wide-spread Object-Oriented programming methodology but extends it. The AOP could be seen as a complementary technique that co-exists with other approaches, such as object-oriented, procedural, functional or event-driven programming [5]. Like any technology, AOP goes through the Gartner Hype Cycle which offers a more accurate gauge of the benefits and risks that the technology is likely to offer for her users. The AOP’s Hype cycle, as shown in Figure 1, is divided into five major phases: technology trigger, peak of inflated expectations, trough of disillusionment, slope of enlightenment and plateau of productivity. A detailed discussion of the cycle could be found in [6]. Currently, AOP is on the plateau of productivity phase where it is applied progressively in the real-world application.

Like any other programming methodology, an AOP implementation consists of two parts:
• The language specification: used for programming basic and non-functional concerns of application and describing rules weaving which specify how to integrate the implemented concerns in order to form the final system. The specificity of the weaving rules determines the amount of coupling between the aspect and core logic once the weaving rules have been applied. A standard language like java, c++ and c is suitable for programming both parts. However, the use of other languages, like XML, for weaving rules is also acceptable.
• The language implementation: verifies the code’s adherence to the language specification and translates the code into an executable form according to the weaving rules. This is commonly accomplished by a compiler or an interpreter like AspectJ weaver [7].

![Figure1. The AOP’s Hype cycle [6].](image)
from the current junction. Advice is a form of dynamic crosscutting because it affects the execution of the system. Furthermore, AOP implementation may contain static crosscuttings which alter static structure of the system. For example, when implementing tracing, you may need to introduce the logger field into each traced class; inter-type declaration constructs make such modifications possible. In some situations, you may need to detect certain conditions, typically the existence of particular join points, before the execution of the system; weave-time declaration constructs allow such possibilities. Figure 3 shows all these concepts and their relationships to each other in an AOP system. Each AOP system may implement a subset of the model. For example, Spring AOP doesn’t implement weave-time [6].

In many ways, the process of developing a system using AOP contains three phases: identification of concerns, their implementation and development of the final system by combining them in the following way:

- Aspectual decomposition: decomposes the core-level from crosscutting concerns. This phase is compared with the passage of a beam of light through a prism to separate its different color components.
- Concern implementation: implements each concern independently by using procedural or OOP techniques for the core concern.
- Aspectual recomposition: specifies the recomposition rules by creating modularization units or aspects using an aspect integrator or weaver. By analogy and as shown in Figure 2, we could compare this step to a new passage of color components in a prism that combines them to make out a single ray of light [4].

![Figure 2](image)

**Figure 2.** AOP development stages [4]

**Figure 3.** Generic model of an AOP system [6].

### 3 STATE OF THE ART

A considerable number of simulation modeling software applications based on aspect oriented programming paradigm (AOP) have been proposed, among them we mention:

The multi-agent simulation system discussed in [5] and [8], which consists of two types of agents: agents for the description of the simulation model and agents for observational mechanisms. This collection of independent agents is interacting with discrete events where every agent has a schedule that generates its plan of activities. The system is executed on Telemodeling framework which uses an object-oriented paradigm to define its multi-agent models and web technology to make ease to use modeling and simulation environment; the kernel of this framework is the programming language MAML\(^1\) (Multi-Agent Modeling Language). MAML is a domain specific programming language that is designed to build computer simulation based on Swarm simulation package.

---

\(^1\) MAML is a domain specific programming language that is designed to build computer simulation based on Swarm simulation package.
Language) which has the capacity of the dissociation between the model and the observational mechanisms, thanks to the aspect oriented paradigm, from the design phases until the implementation phase thereby increasing the maintainability of the system and decrease its complexity. MAML has the xmc compiler which generates Objective-C code from the MAML source code after weaving the model object and observation object. Although the richness of MAML syntax to support AOP is remaining in its infancy if it is compared with the AspectJ language.

In [9], the authors use the aspect oriented paradigm to develop a multi-agent system dedicated to simulate physical phenomena. The MAFES system (Multi Agent Finite Environment System) consists of an environment in the form of the node matrix and a set of agents operating on these nodes where aspects are used to assign tasks to agents by adding appropriate functionality to perform their task. In addition, the aspects weave the appropriate resources and attributes to the environments nodes. MAFES contains three others type of aspects for control, visualization and storing simulation results. MAFES is implemented using the AspectJ language. The implementation of the Aspect Oriented Programming makes the system generic to build versions of the system for specific requirements (it is enough to weave appropriate aspects). The authors experiment their system with two phenomena. The first is heat exchange and motion phenomena. The second is heat exchange and crystallization.

In [10], Daesung and Kang propose a simulation based design level performance analysis method where the performance concern of the software application is separated from the functionality model since the design phase by the use of aspect oriented programming. Unlike the design of the software system which is modeled using UML class diagrams and sequence diagrams, the performance model is an XML-based representation derived from the UML performance profile. After code generation from the design model, the AspectJ weaver is introduced in order to formulate the simulation code. The authors experiment their approach using a distributed map viewer system. In [11] they argue that their approach is generic and could be used for analysis of other quality attributes of software systems as reliability and performance concerns. This work seems satisfactory, but it does not take into account the architecture on which the application is running. In [12], another approach for analyzing performance is proposed. Unlike the precedent approaches, it defines performance as a collection of aspects which include response time, rate throughput, probability, time between errors and so on metrics over aspect-oriented formal design analysis framework (FDAD). The authors focus on modeling the response time performance aspect and they have chosen real-time UML as the base notation which is translated into Architecture Description Language (ADL) Rapide. The authors use the simulation technique to evaluate response time for the DNS query processing subsystem by using Rapide’s analyzing tools. In [13], Hui and Dorina propose an approach for performance analysis of UML models based on Aspect-Oriented Modeling (AOM) techniques. In AOM, an aspect-oriented design model consists of a set of aspects and primary models. An aspect model describes how a single objective is addressed in the design, while the primary model addresses the core functionality of the system as given by the functional requirements. Weaving rules are used to weave aspect models with the primary model. These rules are stored separately from the aspect and the primary model, which makes both the aspect models and the rules reusable. The aspects and the primary model are composed before implementation or code generation [14]. Hui and Dorina approach studies the performance effects of concrete aspects (e.g. security features) on the overall system performance (in this paper the application is named the Document Exchange Server (DES)). The approach proceeds by adding performance annotations to both the primary and aspect models using the UML performance profile then instantiating the generic aspect model thereby converting the aspect security model into a context-specific one, by following a set of binding rules provided by the designer which transforms the parametric annotations of the generic aspect model into concrete ones. The latter is composed with the primary model, according to a set of
composition directives. The result is a composed annotated UML, which can be transformed automatically into a performance model (Layered Queueing Networks (LQN) in this case) by using the transformation techniques. The LQN model is analyzed with an existing solver.

In [15], the authors discuss a new approach for separation of functional (qualitative) behavior and quantitative performance constraints since the specification phase. Thanks to AOP, the aspects of a specification are written in different languages, the process algebra LOTOS for an abstract specification of functional behavior and the probabilistic temporal logic for quantitative aspects (performance constraints). The aspect weaving composes the two aspect specifications and the result of this composition is an automata-style global model which can be generated from the composition of a labeled transition system (derived from LOTOS). Event schedulers are derived from temporal logic formulae. Finally the global model can be used for performance analysis based simulation.

In [16], the authors address a new aspect-oriented approach for disaster prevention simulation system (ABR). The proposed approach separates the core functionality of the simulation application from simulation cross-cutting concerns thanks to Horizontal decomposition (HD) method which relies on the aspect-oriented programming paradigm. The approach is implemented on AoSiF (Aspect-oriented Simulation Framework) which is an extension of distributed simulation framework (DiSiF) [17] where it use the resource paradigm, actor based workflow modeling, web services and Grid computing as implementation technology and Java Annotations for declarative programming in addition to AspectJ for the aspect-oriented implementation. To demonstrate the applicability of their approach, they implemented two cross-cutting concerns, namely distribution and tool integration. In [18] the same authors with Alexandru complete the implementation of other cross-cutting concerns: Job Execution and Fault-Tolerance in addition to tool integration concern.

The approach affirms its efficiency in the term of increasing the reusability and the maintainability through experiments in the DAS-3\(^3\) multi-cluster grid.

Judicaël and Olivier [19] discuss the development of advanced simulation scenarios by means of new software engineering techniques: Aspect Oriented Programming paradigm and the Architecture Description Language (ADL) designed for the Fractal component model. These new techniques enforce the separation between models and scenarios which allows better reuse of components in both parts: reuse of a given model with various scenarios, or reuse of a given scenario with various models in order to save time, money and human effort. The authors use the Open Simulation Architecture (OSA) which is a discrete-event simulator, to illustrate the benefits of the previous techniques by simple use cases of network security studies.

In [20], an industrial strength Model-Driven Engineering engine, the Motorola WEAVR including the Telelogic TAU modeling and simulation environment is presented. WEAVR combines Aspect-Oriented Modeling and Automated Code Generation technologies. Where fully weave aspects passes at the modeling level. WEAVR uses translation-oriented style of UML 2.0 modeling and including a novel joinpoint model for transition oriented state machines. This engine permits weaving at the modeling level which is advantageous over code level weaving, because aspects can be woven according to different joinpoint models. WEAVR benefits from MDE and Aspect-Oriented Software Development (AOSD) which exhibit some complementary properties. Modeling enables systems to be specified at higher level of abstraction but suffers from difficulties with respect to the refinement and integration of system perspectives. On the other hand, aspect technologies focus on the modularization and composition of concerns, but lack appropriate abstraction mechanisms [21].

In [22], the authors implement the conduit simulator which uses the AOP paradigm based on

\(^{2}\) ABR serves as nearly warning system for emergency situations at nuclear power plants. It calculates the concentration of pollutants substances in the atmosphere

\(^{3}\) DAS-3, The Distributed ASCI Supercomputer 3, is a wide-area distributed cluster designed by the Advanced School for Computing and Imaging (ASCI) in The Netherlands http://www.cs.vu.nl/das3.
Logic Metaprogramming (LMP) at the code level. The simulator implements its cross-cutting concerns (synchronizing and order of execution, user interface (UI) and logging) in different aspect-specific languages (ASLs) and thanks to logic modules which encapsulate aspects and the implementation of ASLs. The simulator gains a modular aspect-weaver mechanism that offers the generality of a general-purpose aspect language without losing the ability and advantages of defining aspects in aspect-specific languages. The simulator uses the SOUL/Aop system which is a prototype aspect-weaver in Smalltalk.

In [23], the aspect oriented paradigm is used at scenario-based requirements level where interactions model with aspects in a way that they can be immediately validated using simulation methods. Scenarios are modeled as UML sequence diagrams (non-aspectual interactions) and interactions that cross-cut other interactions are modeled as Interaction Pattern Specifications (IPSs) which describe a pattern of structure or behavior and they are defined in terms of roles. After the aspectual and non-aspectual interactions are composed by instantiating the aspects the resulting set of interactions translate automatically into a set of executable UML state machines. Whereas in [24] the composition is done at the state machine level. The authors used Error-handling crosscutting concern to illustrate their technique.

In [25] new verification method based on simulation is discussed. The method aims to automate the coverage analysis using Aspect-Oriented programming. Aspects here are described as checkers a crossing the system for logging the state transition information over the time during the simulation. In this approach, the Unified Modeling Language (UML2) is used to describe SystemC models and AspectC++ language for aspects implementation.

4 FUTURE ISSUES

As can be seen from the above discussion, there are many new approaches proposed that support the AOP according to several metrics:

1) Application level:
   - Specification phase.
   - Design phase.
   - Implementation level.

2) The used technology:
   - Logic Metaprogramming (LMP).
   - Model Driven Engineering (MDE).
   - Aspect-Oriented Modeling (AOM) techniques which current research is addressing the following problems: using aspects to describe crosscutting concern solutions; describing aspect models at different levels of abstractions (e.g. generic and mechanism specific); composition of aspect and primary models; automation of the AOM approach; analysis of composed models to identify and resolve conflicts and undesirable properties that may arise as a result of the composition [13].

3) Aspect level weaving:
   - Weaving at the modeling level.
   - Code level weaving.

4) The host methodology:
   - The AOP co-exist with Object-Oriented methodology.
   - Multi-agent system (MAS).
   - Programming with Components.

5) The goal of using AOP in simulation:
   - Development of Complex Simulation Software.
   - Separation between model and scenarios.
   - Separation between model and observational mechanisms (visualization of simulation result and user interface).
   - Development of generic framework.

In any way however the approach used to apply AOP in the discrete event simulation domain the main goal is the design of new systems based on the less is more principle in the sense that now a method of complete separation of the cross-cutting concerns from the core functionality is sought. This way the focus is shifted toward the
development and maintenance of the application core rather than of cross-cutting concerns. The core functionality represents less code but more added value since it is the actual product of the research institute [16].

We could consider the discrete event simulation as an interesting field for the exploitation of AOP’s advantages and its recent research themes which are illustrated by the diagram in Figure 4.

In order to apply the separation of concerns (SOC) principle in the discrete event simulation domain and to decrease the complexity of simulation modeling software applications, increase the maintainability, adaptability, reliability and modularity; we aim to develop new methodology for discrete event simulation based on aspect oriented paradigm (AOP) and applying it for the existing open source JAPROSIM [26]. This framework is a general purpose Discrete Event Simulation library, implemented in Java specifically for Process Interaction world view. It is under active development and several new modules are conceived and to be implemented like graphical animation, steady state detection, graphical modeling, explanation, and advanced results analysis.

There exist many of AOP implementations for several modern programming languages but AspectJ, the de facto standard AOP language which is implemented on top of Java, seems to be the most mature and is the best suited for our future work.

AOP is relatively new paradigm in computer programming that provides many advantages among them:

- Increasing productivity, the use of aspects avoids having any rewrite (redundancy) and redesign parts of a program.
- Reducing programs complexity by separating the code in various sections (modularity), the complexity is reduced.
- Improving software quality at different points of view (maintenance, test, and reuse).

The implementation of the aspect oriented programming paradigm in the simulation modeling field is considered as a promising research area where several approaches have already been proposed according to the following points: AOP’s applying level, aspect’s weaving mechanisms, the technology used, the host methodology and AOP’s using goal. We aim to develop our methodology for discrete event simulation environment that exploit the richness of the AOP paradigm.
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