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ABSTRACT

The mass-spring model is the most commonly used model for the animation of cloth and the physical simulation of various deformable objects. Although the method is simple, this model has, however, serious problems. The spring model tends to be numerically unstable. In other words, when you try to simulate a spring that does not stretch well, you will have to use very small time steps or to solve very large linear systems generated by implicit integration. In this paper, we propose a new simulation model that improves numerical stability and physical reality in order to perform large scale mass-spring model. The method can be easily parallelized. We implemented the method in CUDA environments which can be used on general personal computer. The proposed method is based on a harmonic oscillation model.
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1 INTRODUCTION

This paper proposes a model with improved numerical stability for efficient simulation of a mass-spring model, which is frequently used to perform physical simulations of deformable objects. The method of this paper reduces the numerical instability of the Euler method by applying method for better integration of spring force based on harmonic oscillator model. In general, the problem of numerical instability is resolved by applying implicit integration, but this method additionally causes a problem of solving a large-scale linear system. Especially, when the number of mass points increases, the number of components constituting the matrix of the linear system is increased to the square of the number of particle points. Therefore, the mass-spring model cannot be easily simulated in parallel fashion. In this paper, a simulation method that can be easily implemented in CUDA environment was proposed. The CUDA environment is becoming more and more common in personal computer environments. Because of the parallelism and the numerical stability, the simulation method can efficiently produce plausible motions in real-time.

2 RELATED WORK

The mass spring model is a model that has been actively studied in the field of cloth animation since it was first formulated as a deformable object [11]. Among the various studies to solve the difficulties in real-time animation of deformable object model[12, 9, 10], the most important break-through was the implicit integration approach. Applying this implicit integration method to cloth animation, a linear system solution becomes a problem [1, 2]. The problem is that this linear system is a sparse matrix, but it has to deal with a very large matrix. A Several efficient schemes have been proposed to reduce the computational burden of the linear system solution including these matrices and use them for real-time cloth animation [8, 7, 4]. However, these techniques sacrifice accuracy to obtain real-time performance. It was difficult for a complex model with a large number of particle points. A real-time animation technique of a character model fully dressed by Cordier has been proposed [3]. However, this technique did not improve the performance of the physics simulation it-
self. In this paper, we propose a method that can obtain stable results and calculate the state change of each material point in a form suitable for parallel processing.

3 PROBLEM

The simplest numerical integration technique is an explicit Euler integral. This method approximates the particle velocity of particles in the following way.

\[
\frac{\mathbf{v}^{t+h} - \mathbf{v}^t}{h} \approx \frac{d}{dt} \mathbf{v}^t = \frac{1}{m} \mathbf{f}^t
\]  

(1)

Therefore, the simulation is to calculate the velocity of the next state using the current velocity and the current force in the following manner.

\[
\mathbf{v}^{t+h} = \mathbf{v}^t + \frac{h}{m} \mathbf{f}^t
\]  

(2)

This technique has serious numerical instability problems. This is because \(\mathbf{f}^t h\) is not an accurate integration. To solve this problem, the implicit integration method performs the numerical integration using the force of the following state, that is, \(\mathbf{f}^{t+h}\). However, the power of this future is unknown in the present state, and it is inevitable to use Taylor expansion. This approximation can be performed as follows.

\[
\mathbf{f}^{t+h} = \mathbf{f}^t + \frac{\partial \mathbf{f}}{\partial \mathbf{x}} \Delta \mathbf{x}
\]  

(3)

There is another problem that \(\partial \mathbf{f}/\partial \mathbf{x}\) is not a vector. When we have \(n\) mass-points, \(\partial \mathbf{f}/\partial \mathbf{x}\) becomes \(n \times n\) matrix. Therefore, the problem is essentially a large linear system problem with \(O(n^2)\) matrix.

Although implicit integration always guarantees a stable result, this large-scale linear system solution is difficult to implement and is not suitable for parallel processing. In order to solve this problem, we propose a new technique which has a greatly improved numerical stability and follows an explicit integration method which can be calculated independently for each particle. The basic idea is that the numerical instability was caused by an inaccurate numerical integral, which is to be corrected to perform a more accurate numerical integration. The accurate velocity change can be described as follows:

\[
\mathbf{v}^{t_0+h} = \mathbf{v}^{t_0} + \frac{1}{m} \int_{t_0}^{t_0+h} \mathbf{f}^t dt
\]  

(4)

The problem is how to obtain this exact integral. Integrating the spring force defined in the Hooke’s law results in a problem because it does not take into account the varying forces during the integration period. Therefore, we considered a model considering this. This model is based on the assumption that the movement of the spring will cause a harmonic vibration. Harmonic oscillation is described analytically and accurate integration is possible. Therefore, the problem is to obtain the value of equation 4 analytically.

To solve the problem, simple harmonic oscillation without the consideration of damping force was considered [6]. However, damping was not considered in the previous work. In this paper, we propose a new method that correctly integrates the spring forces taking the damping force into account, and the better time stepping strategy is also proposed.

The proposed method takes into consideration only the state of adjacent material points, as in the explicit integration method. This approach is well suited for parallelism. Therefore, we implemented the proposed technique in CUDA environment. When simulating particles in the GTX 590 GPU environment with
CUDA, it was possible to simulate a complex mesh of 16,384 particles with a performance of more than 66 frames per second.

4 HARMONIC OSCILLATION

Suppose two particles $i$ and $j$ are linked with a spring. The spring can be described as $(i, j)$, and the locations of the particles are denoted as $x_i$ and $x_j$ respectively. The velocities and masses are similarly described as $v_i$, $v_j$, $m_i$, and $m_j$.

The vector from $i$ to $j$ is $x_{ji} = x_j - x_i$, and the relative velocity can be similarly described as $v_{ji} = v_j - v_i$. Let us denote a normalized vector with hat as follows:

$$\hat{x}_{ji} = \frac{x_{ji}}{|x_{ji}|}$$

The location of a particle is a function of time, and usually denoted as $x'_i$. Other vectors describing the physical states of particles are similarly expressed. The rest length of a spring is denoted $l^0$, and the length at time $t$ is $l^t$ and equals to $|x_{ji}|$. The difference between the current length and the rest length is denoted as $\delta^t = l^t - l^0$. The stiffness of the spring is $\kappa$.

A simple example of a harmonic oscillation is the situation where a mass point in 1D space is linked to a static object with a spring. The location of the mass point can be described with a scalar value $x$, and it oscillates in accordance with the equation $x = A \sin \omega t$ where $\omega = \sqrt{\kappa/m}$.

When two mass-points are linked, we can describe the elongation of the spring as follows:

$$\delta^t = A \sin \omega t = A \sin \left(\sqrt{\frac{\kappa(m_i + m_j)}{m_i m_j}} t\right)$$

In other words, the spring with two mass-points $m_i$ and $m_j$ can be described as a simple harmonic oscillation where a static object holds a dynamic mass-point of $(m_i m_j)/(m_i + m_j)$. If $m_i$ approach to infinity (static), this mass expression becomes $m_j$.

In order to determine $A$, energy conservation is applied. Total energy is the sum of kinetic energy and potential energy. The total energy of the spring is $\kappa A^2/2$. The potential energy is $\kappa \delta^t^2/2$. The kinetic energy can be described as follows:

$$\frac{1}{2} \left(\frac{m_i m_j}{m_i + m_j}\right) \delta^t^2$$

Therefore, the energy conservation can be described as follows:

$$\kappa A^2 = A \delta^t + \left(\frac{m_i m_j}{m_i + m_j}\right) \delta^t^2$$

We can then find the amplitude $A$ as follows:

$$A = \sqrt{\delta^t^2 + \frac{m_i m_j}{\kappa (m_i + m_j)} \delta^t^0}$$

In order to solve the above equation, the derivative of the spring deformation should be computed as follows:

$$\frac{d}{dt} \delta^t = \frac{d}{dt} (l^t - l^0) = \frac{d}{dt} l^t$$

Therefore, we can compute the derivative as follows:

$$\frac{d}{dt} \delta^t = \frac{d}{dt} \sqrt{x_{ji}^T x_{ji}}$$

$$= \frac{1}{2} x_{ji}^T x_{ji}^{-0.5} \frac{dx_{ji}^T}{dt} x_{ji}$$

$$= \frac{1}{2} x_{ji}^T x_{ji}^{-0.5} (2x_{ji}^T v_{ji})$$
\[ \frac{x_{ji}^t T v_{ji}^t}{\sqrt{x_{ji}^T x_{ji}^t}} = x_{ji}^2 T v_{ji}^t \]

The amplitude \( A \) can then be easily obtained.

The harmonic oscillation can be described with two time variables \( t \) and \( T \) as \( \delta^t = A \sin \omega T \) where \( t \) is the normal time in the simulation world and \( T \) is the time defined in the oscillation period. Therefore, \( T \) ranges from 0 to \( 2\pi/\omega \). In order to correctly integrate the mass-spring model based on harmonic oscillation, \( T \) corresponding to the current time \( t \) must be computed as follows:

\[ T = \frac{1}{\omega} \sin^{-1}(\delta^t/A) \] (12)

Now, the spring force along the spring \((i, j)\), \( f_{ij} \) causing the harmonic oscillation can be analytically integrated as follows:

\[ \int_{t_0}^{t_0+h} f_{ij}^t \, dt = \int_{t_0}^{t_0+h} \kappa \delta^t \, dt = \kappa A \int_{T_0}^{T_0+h} \sin \omega T \, dT = -\frac{\kappa A}{\omega} \cos \omega T |_{T_0}^{T_0+h} \]

By exploiting the integration above, we can simulate the mass-spring model more accurately. Let us define a variable \( \phi \) which is the velocity change during the time interval can be obtained by dividing the integrated force with total mass.

\[ \phi_{ij} = \frac{1}{2\omega(m_i + m_j)} \int_{t_0}^{t_0+h} f_{ij}^t \, dt = -\frac{\kappa A [\cos(\omega(T_0 + h) - \cos \omega T_0]}{2\omega(m_i + m_j)} \] (14)

The velocity change \( \phi_{ij} \) is distributed to the linked mass-points in accordance with their masses. Let us denote the velocity changes magnitude for the mass-points caused by the spring \((i, j)\) as \( \nu_i \) and \( \nu_j \). We can easily find the following relations:

\[ \nu_i + \nu_j = \phi_{ij} \] (15)
\[ \nu_i m_j = \nu_j m_i \]

We can finally determine the velocity change of each mass-point as follows:

\[ \nu_i = \phi_{ij} m_j / (m_i + m_j) \]
\[ \nu_j = \phi_{ij} m_i / (m_i + m_j) \] (16)

The velocity change of each mass-point is actually the sum of all the velocity changes cause by linked springs. Therefore, the velocity change of each mass-point by spring oscillation, \( dv_s^i \), can be computed as follows

\[ dv_s^i = \sum_{(i,j) \in E} \phi_{ij} m_j / (m_i + m_j) x_{ij} \] (17)

where, \( E \) is the set of springs.

The velocity changes computed by integrating the oscillating spring forces makes the simulation more stable. The simulation steps can be described as follows:

### 5 DAMPING

Damping is usually employed for stability and more plausible animation. The integration scheme in the previous section did not take the damping into account. However, the damping can be easily incorporated. It is well-known that the damped spring oscillates as follows:

\[ \delta^t = Ae^{-\alpha t} \sin \omega dt \] (18)
Therefore, the integrated force magnitude for spring \((i, j)\) can be described as follows:

\[
\kappa A \left[ e^{-\alpha t} - e^{-\alpha t_0} \right] \frac{\omega_d \cos(\omega_d t_0 + \omega_d h)}{(\alpha^2 + \omega_d^2)} \tag{20}
\]

Therefore, the integrated force magnitude for spring \((i, j)\) can be described as follows:

\[
\kappa A \frac{e^{-\alpha t_0} e^{-\alpha h}}{\alpha^2 + \omega_d^2} \left[ -\alpha \sin(\omega_d t_0 + \omega_d h) \right] \tag{21}
\]

where the variable \(\alpha\) is a coefficient proportional to the damping force, and \(\omega_d\) is the dampened frequency of the oscillation because of the damping force. In the first subsection, \(\phi_i\) will be computed, and \(\alpha\) and \(\omega_d\) will be computed in the following subsection.

### 5.1 Computing \(\phi_i\) with damping

The force integration can then be rewritten with the damping as follows:

\[
\kappa A \int_{t_0}^{t_0+h} e^{-\alpha t} \sin \omega_d t \, dt = \frac{\kappa A}{\alpha^2 + \omega_d^2} \left[ -\alpha \sin \omega_d t_0 - \omega_d \cos \omega_d h \right] \tag{19}
\]

With the assistance of calculus techniques, we can obtain the following form:

\[
\kappa A \left[ e^{-\alpha t} \sin \omega_d t - \omega_d \cos \omega_d t \right]_{t_0}^{t_0+h} \tag{20}
\]

The \(\phi\) for a spring \((i, j)\) can then be described as follows:

\[
\phi_{ij} = \frac{\kappa A}{2(m_i + m_j)} C^t \left( s^t_{\omega} [C^h \alpha s^h_{\omega} - C^h \omega_d s^h_{\omega} - \alpha] + C^h \omega_d c^h_{\omega} - \omega_d \right) \tag{23}
\]

Now we can apply the previous algorithm to obtain mass-spring motion with damping based on the \(\phi\) values.

### 5.2 Determination of \(\alpha\) and \(\omega_d\)

Simple harmonic oscillation with damping force can be expressed as follows:

\[
\ddot{x} + \frac{k_d}{m} \dot{x} + \frac{\kappa}{m} x = 0 \tag{24}
\]

where \(k_d\) is a damping coefficient.
Without damping, the frequency of the oscillation \( \omega \) is \( \sqrt{\kappa/m} \). In order to compute the dampered frequency, let us define a substitution value \( \xi \) as \( d/2\sqrt{\kappa m} \). Then the equation of motion can be described as follows:

\[
\ddot{x} + 2\xi \omega \dot{x} + \omega^2 x = 0 \tag{25}
\]

The solution of the equation is known as follows:

\[
x(t) = Ae^{-\xi \omega t} \cos(\omega \sqrt{1 - \xi^2 t}) \tag{26}
\]

Here, \( \xi \omega \) is \( \alpha \), and \( \omega \sqrt{1 - \xi^2} \) is the dampered frequence \( \omega_d \). As we have seen before, the frequency of oscillation by two linked mass-points is computed as \( \omega = \sqrt{k(m_i + m_j)/m_im_j} \). Therefore, we can determine the values as follows [5]:

\[
\xi = \frac{k_d}{2\sqrt{\kappa m_im_j}/m_i+m_j} \tag{27}
\]

\[
\alpha = \xi \omega = \frac{k_d(m_i + m_j)}{2m_im_j} \tag{27}
\]

\[
\omega_d = \sqrt{\kappa(m_i + m_j)}/m_im_j \sqrt{1 - k_d^2(m_i + m_j)/2\kappa m_im_j} \tag{27}
\]

With these values, we can simulate the harmonic oscillation of the mass-spring-damper model.

6 EXPERIMENTS

The system used to implement this technique was an intel 3.47GHz i7 CPU using Microsoft’s Window 7 operating system, 24G RAM, and GTX590 GPU environment. Although it is a 12-core system, it did not perform parallel processing on the CPU, and parallel processing was performed using the GPU.

In order to compare the stability of the harmonic oscillation-based integration with simple Euler integration of spring force, we used the experimental setting shown in Fig. 1. In this setting, we can control the masses of mass-points, and the stiffness of each spring.

The experimental system integrated the spring force based on the harmonic oscillation model described in this paper, and showed more stable property compared traditional Euler method. In this simulation, we could increase the spring constant large enough to make the mass-spring model behaves almost like a rigid body as shown in Fig. 1.

In order to understand the stability of the system, a critical time step should be defined. The motion of a spring is by its nature vibrating with the frequency of \( \omega \) without damping or \( \omega_d \) with damping. It is well known that we can represent the signal with a frequency \( \omega \) by sampling at least twice in the cycling period, \( 2\pi/\omega \). Therefore, we have to reduce the time interval to be smaller than \( \pi/\omega \). We can define this time...
step as a critical time step $h_c$.

$$h_c = \frac{\pi}{\omega} \quad (28)$$

The traditional Euler method shows instability when the time step is larger than this critical time step. The proposed method can employ time steps larger than the critical time step. The stability of the system $\mu_\sigma$ can then be measured with the ratio of the possible time step size to the critical time step as follows:

$$\mu_\sigma = \frac{h}{h_c} \quad (29)$$

Fig. 2 shows the stability of the proposed method. We employed large time steps to simulate the mass-spring model shown in the figure. Fig. 2 (a), (b), and (c) are the result when we changed the value $\mu_\sigma$ to be 2.0625, 6.0625, and 8.0625 respectively. As shown in the figure, even with the larger time steps compared with the critical time step, we could successfully simulated the model.

Fig. 3 shows the result when we use a time step which is an integer multiplication of critical time step. In this case, the integration of the force of spring becomes 0. Therefore, no spring motion is observed as shown in the figure. The proposed method can effectively compute the critical time step, and we can determine proper time steps based on the information.

The propose method is not only stable but also simple enough to be easily implemented in a parallel computing environments. We applied this method to a cloth animation and simulated the cloth in a parallel fashion with the assistance of GPU API. The result is shown in Fig. 4. As shown in the figure, the method can be successfully employed for massively large amount of mass-points. The number of mass-points used for this animation is 16,384.

7 CONCLUSION

This paper proposed a simulation method of a mass-spring model with improved numerical stability based on a harmonic oscillation model. The proposed method is more stable than the simple explicit Euler method, and does not need to solve the linear system of the implicit method. These characteristics are suitable for parallel processing, and high-performance, high-quality simulation us-
Figure 4. Cloth animation with the proposed method using CUDA. The proposed technique can be implemented very simply in CUDA environment, and the experimental result is a technique to simulate the interactions of particles in massive mass-spring networks that were impossible in real-time applications.
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